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Software development must be based on more than just the experience and capabilities of your programmers and

your team. The importance of obtaining a quality product lies in the risks that can be exploited by software

vulnerabilities, which can jeopardize organizational assets, consumer confidence, operations, and a broad

spectrum of applications. 

secure development  secure software  software process

1. Introduction

Advances in information and communication technologies allow people and organizations to have greater

connectivity . Bringing this access to the masses has specific risks associated with its use, especially considering

that we rely heavily on software systems in various daily activities we may perform . Due to that, it is relevant to

ensure various security issues ; for example, we have to expect that the software will continue to function

correctly under malicious attack .

Secure software is designed, implemented, configured, and operated to fulfill essential properties: to continue

functioning in the presence of computer attacks or mitigate damage and recover as quickly as possible . Software

developers must design, develop and deploy our systems with a secure mindset, applying strategies that minimize

the likelihood of exposure and impact to threats . However, in practice, this is different; software development is

based on adopting a reactive approach, which consists of assessing the security of applications once they have

been developed, focusing on the later stages of the software life cycle. Fixing bugs in this way helps; however, this

approach proves to be more costly when resolving software security flaws at later stages .

Thus, organizations have been forced to define and implement a set of countermeasures that allow us to secure

our information assets against casual or deliberate attacks. Yet, these seem insufficient in the face of the increase

in this type of attack worldwide, making it essential for organizations to define security policies that consider the

wide variety of attacks to which they are exposed .

The traditional response to this scenario focuses on reducing risk by standardizing information security and

defining and implementing best practices or controls.
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For example, the ISO27001 , NIST , and COBIT  standards propose a set of controls that must be

complied with to secure an organization’s information assets and operational continuity.

Although it has been demonstrated that the implementation of the security controls of these standards reduces

security incidents, what is really implemented is a layer or security shield on top of the existing systems, which

means the software systems themselves are not aware of the anomalous behaviors of the users, and, therefore, as

software systems, they do not have a reaction protocol for it, that is, once the standards penetrate the security

shield provided (if it exists), the software systems are exposed .

A complementary approach is the determination of the particular security requirements of each organization,

reflected as non-functional requirements of their software systems . From this point, the different phases of

the software production cycle must accommodate these requirements, which means that security aspects must be

represented as requirements; they must be considered in the design, in the development of test cases, in the

coding, and application of tests, packaging, and delivery of the product .

A software product can be vulnerable to its construction failures or provoked attacks . To reduce

vulnerabilities and make the product secure, measures such as the integration of security concepts in all its

development stages or approaches or methodologies that allow the integration of security into the software life-

cycle must be applied .

2. Security Practices in Agile Software Development

Agile software development is gaining acceptance as a flexible approach. This approach prioritizes the software’s

continuous and early delivery, changing the requirements even in advanced stages of development and adapting to

the customer’s needs . Although the agile approach is gaining more and more followers, it reveals that it has

certain security-related disadvantages.

Generally, security is not considered in any of the phases of the software development life cycle (SDLC) . At

best, it is covered through the definition of non-functional requirements; for this reason, it is either not taken into

account, or it is done at the end of the project . Security is seen as an element that increases project

development and delivery times, which goes against agile principles .

There are some software development lifecycles that are starting to consider agile principles:

Correctness by Construction (CbyC), is a highly effective method for developing software that requires critical

levels of safety and provability. The main objectives of this methodology are to minimize the defect rate and

increase resilience to change, achieved through two fundamental principles: making it very difficult to introduce

bugs and ensuring that bugs are identified and eliminated as early as possible. To achieve these goals, CbyC

seeks to ensure that software is correct from the start through rigorous safety requirements, a detailed definition

of system behavior, and a robust and verifiable design .
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ViewNext, model proposed by  is an agile adaptation of the S-SDLC , which incorporates security best

practices from known models along with other security tasks, based on the spiral model, is integrated into

normal software engineering life cycles. The model corrects weaknesses present in previous models and

follows a preventive approach, making it an effective alternative for secure software development. Known as

Agile and Secure Software Development Life, this model has been the subject of study in .

Microsoft SDL Agile, it is an adaptation of the SDL Methodology (Security Development Lifecycle) that was

developed by Microsoft to integrate security into agile software development processes . The Agile SDL

methodology focuses on integrating security into each iteration of the agile software development process.

Rather than following a “wait until the end” approach to integrating security, the Agile SDL methodology

promotes the inclusion of security activities in all phases of the agile development process. Security activities

include early risk identification, defining secure user stories, performing security testing in each iteration, and

implementing security best practices in the agile development process. The Agile SDL methodology is based on

the agile software development lifecycle, which includes planning, analysis, design, implementation, testing,

and maintenance. By integrating security into each stage of this lifecycle, it is possible to ensure that the

software developed is secure and complies with security requirements.

Building Security In Maturity Model (BSIMM), is a security maturity model used to describe the practices and

processes used by leading software security organizations to develop, improve and maintain effective software

security programs . BSIMM focuses on assessing organizations’ software security programs by measuring

their maturity in 12 common security practices. This model helps organizations develop their own software

security program and provides a tool for ongoing assessment of software security maturity over time. The latest

version of the model, BSIMM10, released in 2020, addresses agile properties of software development. It

includes practices and processes relevant to agile approaches, such as continuous integration and continuous

delivery, security automation, security management in the product backlog, and security collaboration between

development teams. In addition, BSIMM10 focuses on the importance of security in the context of agile

frameworks, such as Scrum and DevOps.

The software development models share a common focus on improving software safety throughout the software

development life cycle. BSIMM and SAMM are software security maturity models that measure the maturity of

software security programs and provide guidance for improving them, although BSIMM focus specifically on agile

properties. Meanwhile, S-SDLC and McGraw’s Secure Software Development Life Cycle Process are secure

software development life cycle models that integrate security into each stage of the development process. While

S-SDLC provides general guidelines and best practices for developing secure software, McGraw’s Secure

Software Development Life Cycle Process focuses on eliminating vulnerabilities through a secure architecture from

the outset. On the other hand, Correctness by Construction is a methodology that seeks to produce correct

software from the beginning through a rigorous definition of security requirements, a solid and verifiable design,

and a preventive approach to avoid introducing errors. Finally, SDL Agile is an adaptation of Microsoft’s SDL model

that integrates security into agile software development processes. This model focuses on security automation,

security management in the product backlog, and security collaboration between development teams, fostering
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collaboration and continuous integration of security throughout the software development lifecycle. In summary,

while these models share a common goal of improving software security, each offers a unique and complementary

approach to achieving it.

Software assurance is the confidence that a system meets all its security requirements. In most of those

requirements of interest to customers and users of the software, this confidence is based on specific evidence

collected and evaluated through assurance techniques .

The techniques or mechanisms established for information security are considered rigid to respond to the changes

and advances that are presented in the changing security environment, where there is a need for a more agile

method to deal with new threats and vulnerabilities . Thus, the traditionally established security mechanisms are

no longer effective when used with software development methodologies adapted to the needs of the current

environment, such as agile methodologies .

The use of agile methodologies in software development implies, on several occasions, not considering the good

practices of secure development, whose purpose is to guarantee the fulfillment of the own security policies of the

software development .

Several authors state that developing secure software using agile methodologies is challenging. Applying security

practices in agile methodologies presents challenges because agile methodologies support requirements changes

prefer frequent deliveries, and their practices do not include security engineering activities .

The paper published by  discusses defects in the requirements specification stage, which generally in security

aspects are misunderstood and incorrectly specified due to lack of security expertise. These concerns become

even more challenging in agile contexts, where lightweight documentation is generally produced. To address this

problem, the indicated article proposes an approach to review security-related aspects of web application

requirements specifications in agile contexts. The methodology considers user stories as inputs and relates them

to the OWASP (Open Web Application Security Project) security properties, which must be verified and then

generate a reading technique to help reviewers detect defects. The methodology was evaluated through three

experimental tests performed with 56 novice software engineers, measuring effectiveness, efficiency, usability, and

ease of use. The results indicate that the proposed methodology has a positive impact on the number of

vulnerability findings in terms of effectiveness and efficiency.

There seems to be a clear need for a software development model which addresses security issues at any stage of

the software life cycle and considers the benefits of agile models. In this context  proposes a model that

introduces security as a crucial element in software development environments and, at the same time, leverages

agile properties.

On the other hand, Sharma et al.  offers a framework for agile development that addresses security, considering

customer requirements. The implementation of this Framework has been implemented in Java to automate the
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whole process, although the author points out that the suggested security activities should be tested and evaluated

in a real industrial environment.
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